Custom Programming Language – Lexical Analysis and Parsing

Lexical analysis is the process of converting a sequence of characters from source program into a sequence of tokens. A program which performs lexical analysis is termed as a lexical analyzer (lexer), tokenizer or scanner. In this project, a custom programming is designed and lexically analysed and parsed.

**Lexical Analysis**

The lexical analysis consists of the following two steps:

* Scanning
* Tokenization

The working depiction of the lexical analyzer is given below
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Figure : Workflow of Lexical Analysis

**Custom Programming Language**

The programming language consists of the grammar, identifiers, operators, etc. mainly. The overview of the custom programming language developed in this project is as under:

**Tokens**

toktyp["$"] = "Integer type declarator";

toktyp["@"] = "String type declarator";

toktyp["whiley"] = "Loop construct - while";

toktyp["iff--"] = "If - Conditional construct";

toktyp["eelse--"] = "Else Conditional construct";

toktyp["(("] = "Parentheses begin";

toktyp["))"] = "Parentheses end";

toktyp["{{"] = "Braces begin";

toktyp["}}"] = "Braces end";

toktyp["++"] = "Arithmetic operator - addition OR String Concatenation";

toktyp["--"] = "Arithmetic operator - subtraction";

toktyp["\*"] = "Arithmetic operator - division";

toktyp["/"] = "Arithmetic operator - multiplication";

toktyp["%%"] = "Arithmetic operator - modulo";

toktyp[">>"] = "Relational operator - greater than";

toktyp["<<"] = "Relational operator - less than";

toktyp["==="] = "Relational operator - equality";

toktyp["=="] = "Assignment operator";

toktyp["+\*\*"] = "Increment operator";

toktyp["-\*\*"] = "Decrement operator";

toktyp["nomain"] = "Main function declarator";

toktyp["returnn"] = "Function return statement";

toktyp["empty"] = "Void function declarator";

toktyp[";;"] = "End\_of\_statement representor";

toktyp["#"] = "Character type declarator";

**Operators**

Binary Operator:

str=="++" || str=="--" || str=="\*\*" || str=="//" || str=="%%")

Unary Operator:

str=="+\*\*" || str=="-\*\*"

**Code Implementation**

**Compiling:**
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**Input File:**

![](data:image/png;base64,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)

**Output:**

out.txt file in the directory

**Executions:**

**Input 1**

$ nomain(){

^ Code to find the sum of first 10 natural numbers

$ i == 1;

$ sum == 0

while(i<<11){

sum = sum ++ i;

+\*\*i;

}

returnn# 0;

}

**Output**

<Integer type declarator, $> on line number 1

<Identifier, nomain> on line number 1

<Parentheses begin, (> on line number 1

<Parentheses end, )> on line number 1

<Braces begin, {> on line number 1

<Integer type declarator, $> on line number 3

<Identifier, i> on line number 3

<Relational operator - equality, ==> on line number 3

<int\_literal, 1> on line number 3

<End\_of\_statement representor, ;> on line number 3

<Integer type declarator, $> on line number 4

<Identifier, sum> on line number 4

<Relational operator - equality, ==> on line number 4

<int\_literal, 0> on line number 4

<Loop construct - while, while> on line number 5

<Parentheses begin, (> on line number 5

<Identifier, i> on line number 5

<Relational operator - less than, <> on line number 5

<Relational operator - less than, <> on line number 5

<int\_literal, 11> on line number 5

<Parentheses end, )> on line number 5

<Braces begin, {> on line number 5

<Identifier, sum> on line number 6

<Assignment operator, => on line number 6

<Identifier, sum> on line number 6

<Increment operator, ++> on line number 6

<Identifier, i> on line number 6

**.. up to so on.**

**Input 2**

$ nomain(()){{

^Code to check if user specified number is odd or even

@ result == "odd";;

$ num == 0;; ^User needs to enter the number here

$ modval == num%2;;

iff--((modval===0)){{

result=="even\_number here";;

}}

eelse--{{

result=="odd\_number here";;

}}

returnn 0;;

}}

**Output**

<Integer type declarator, $> on line number 1

<Identifier, nomain> on line number 1

<Parentheses begin, (> on line number 1

<Parentheses begin, (> on line number 1

<Parentheses end, )> on line number 1

<Parentheses end, )> on line number 1

<Braces begin, {> on line number 1

<Braces begin, {> on line number 1

<String type declarator, @> on line number 3

<Identifier, result> on line number 3

<Relational operator - equality, ==> on line number 3

<String Literal, "odd"> on line number 3

<End\_of\_statement representor, ;> on line number 3

<End\_of\_statement representor, ;> on line number 3

<Integer type declarator, $> on line number 4

<Identifier, num> on line number 4

<Relational operator - equality, ==> on line number 4

<int\_literal, 0> on line number 4

<End\_of\_statement representor, ;> on line number 4

<End\_of\_statement representor, ;> on line number 4

<Integer type declarator, $> on line number 5

<Identifier, modval> on line number 5

<Relational operator - equality, ==> on line number 5

<Identifier, num> on line number 5

<Arithmetic operator - modulo, %> on line number 5

<int\_literal, 2> on line number 5

<End\_of\_statement representor, ;> on line number 5

<End\_of\_statement representor, ;> on line number 5

<Identifier, iff> on line number 6

<Decrement operator, --> on line number 6

<Parentheses begin, (> on line number 6

<Parentheses begin, (> on line number 6

<Identifier, modval> on line number 6

<Relational operator - equality, ==> on line number 6

<Assignment operator, => on line number 6

<int\_literal, 0> on line number 6

**.. up to so on.**

**Input 3**

$ fact( $ n) {

iff-- (n <<1){

returnn 1;;

}

elsee iff (n == 1){

returnn 1;;

}

elsee{

returnn n\*\*fact(n--1);;

}

}

$ main(){

$ x;

x == 1;

while (x << 11) {

write(x);

write(fact(x));

writeln();

x = x ++ 1;

}

returnn 0;

}

**Output**

<Integer type declarator, $> on line number 1

<Identifier, fact> on line number 1

<Parentheses begin, (> on line number 1

<Integer type declarator, $> on line number 1

<Identifier, n> on line number 1

<Parentheses end, )> on line number 1

<Braces begin, {> on line number 1

<Identifier, iff> on line number 2

<Decrement operator, --> on line number 2

<Parentheses begin, (> on line number 2

<Identifier, n> on line number 2

<Relational operator - less than, <> on line number 2

<Relational operator - less than, <> on line number 2

<int\_literal, 1> on line number 2

<Parentheses end, )> on line number 2

<Braces begin, {> on line number 2

<Identifier, returnn> on line number 3

<int\_literal, 1> on line number 3

<End\_of\_statement representor, ;> on line number 3

<End\_of\_statement representor, ;> on line number 3

<Braces end, }> on line number 4

<Identifier, elsee> on line number 5

<Identifier, iff> on line number 5

<Parentheses begin, (> on line number 5

<Identifier, n> on line number 5

<Relational operator - equality, ==> on line number 5

<int\_literal, 1> on line number 5

<Parentheses end, )> on line number 5

<Braces begin, {> on line number 5

<Identifier, returnn> on line number 6

<int\_literal, 1> on line number 6

<End\_of\_statement representor, ;> on line number 6

<End\_of\_statement representor, ;> on line number 6

<Braces end, }> on line number 7

<Identifier, elsee> on line number 8

**.. up to so on.**